**Week 6**

**Q1) Given a (directed/undirected) graph, design an algorithm and implement it using a program to**

**find if a path exists between two given vertices or not. (Hint: use DFS)**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Source vertex number and destination vertex number is also provided as an input.**

**Output Format:**

**Output will be 'Yes Path Exists' if path exists, otherwise print 'No Such Path Exists'.**

#include <bits/stdc++.h>

using namespace std;

void dfs(vector<int> arr[], int source, int V, bool \*visited)

{

    visited[source] = true;

    for (int i = 0; i < V; i++)

    {

        if (arr[source][i] != 0 && !visited[i])

        {

            dfs(arr, i, V, visited);

        }

    }

}

bool checkPath(vector<int> arr[], int V, int source, int destination)

{

    bool visited[V];

    for (int i = 0; i < V; i++)

        visited[i] = false;

    dfs(arr, source, V, visited);

    return visited[destination];

}

int main()

{

    int n;

    cin >> n;

    vector<int> arr[n];

    int temp;

    for (int i = 0; i < n; i++)

    {

        for (int j = 0; j < n; j++)

        {

            cin >> temp;

            arr[i].push\_back(temp);

        }

    }

    int source, destination;

    cin >> source >> destination;

    if (checkPath(arr, n, source - 1, destination - 1))

    {

        cout << "Yes Path Exists.\n";

    }

    else

    {

        cout << "No Such Path Exists.\n";

    }

    return 0;

}

**OUTPUT**
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**Q2) Given a graph, design an algorithm and implement it using a program to find if a graph is**

**bipartite or not. (Hint: use BFS)**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Output will be 'Yes Bipartite' if graph is bipartite, otherwise print 'Not Bipartite'.**

#include <bits/stdc++.h>

using namespace std;

bool isBipartiteUtil(vector<int> G[], int src, int colorArr[], int V)

{

    colorArr[src] = 1;

    queue<int> q;

    q.push(src);

    while (!q.empty())

    {

        int u = q.front();

        q.pop();

        if (G[u][u] == 1)

            return false;

        for (int v = 0; v < V; ++v)

        {

            if (G[u][v] != 0 && colorArr[v] == -1)

            {

                colorArr[v] = 1 - colorArr[u];

                q.push(v);

            }

            else if (G[u][v] != 0 && colorArr[v] == colorArr[u])

                return false;

        }

    }

    return true;

}

bool isBipartite(vector<int> G[], int V)

{

    int colorArr[V];

    for (int i = 0; i < V; ++i)

        colorArr[i] = -1;

    for (int i = 0; i < V; i++)

        if (colorArr[i] == -1)

            if (isBipartiteUtil(G, i, colorArr, V) == false)

                return false;

    return true;

}

int main()

{

    int n;

    cin >> n;

    vector<int> G[n];

    int temp;

    for (int i = 0; i < n; i++)

    {

        for (int j = 0; j < n; j++)

        {

            cin >> temp;

            G[i].push\_back(temp);

        }

    }

    if (isBipartite(G, n))

    {

        cout << "Yes Bipartite\n";

    }

    else

    {

        cout << "Not Bipartite\n";

    }

    return 0;

}

**OUTPUT**

**![Calendar

Description automatically generated](data:image/png;base64,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)**

**Q3) Given a directed graph, design an algorithm and implement it using a program to find whether**

**cycle exists in the graph or not.**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Output will be 'Yes Cycle Exists' if cycle exists otherwise print 'No Cycle Exists'.**

#include <bits/stdc++.h>

using namespace std;

bool CheckCycle(int node, vector<int> adj[], int vis[], int dfsvis[])

{

    vis[node] = 1;

    dfsvis[node] = 1;

    for (auto it : adj[node])

    {

        if (!vis[it])

        {

            if (CheckCycle(it, adj, vis, dfsvis))

                return true;

        }

        else if (dfsvis[it])

            return true;

    }

    dfsvis[node] = 0;

    return false;

}

bool isCycle(vector<int> adj[], int N)

{

    int vis[N + 1], dfsVis[N + 1];

    memset(vis, 0, sizeof(vis));

    memset(dfsVis, 0, sizeof(dfsVis));

    for (int i = 1; i <= N; i++)

    {

        if (!vis[i])

        {

            if (CheckCycle(i, adj, vis, dfsVis))

                return true;

        }

    }

    return false;

}

int main()

{

    int n, m;

    cin >> n >> m;

    vector<int> adj[n + 1];

    for (int i = 1; i <= m; i++)

    {

        int u, v;

        cin >> u >> v;

        adj[u].push\_back(v);

    }

    if (isCycle(adj, n))

        cout << "Cycle Exists" << endl;

    else

        cout << "No Cycle Exists" << endl;

    return 0;

}

**OUTPUT**

**![Graphical user interface, text, application

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJIAAABBCAYAAAA60f0PAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAdJSURBVHhe7Z09aBVLFIDnPV4sRPAHMWBAhDQJKoJgIRIsFMU+imARAiEgFopiJ4hgJ4oWISBpLATRgE0gKLEQ0RRCmhjUTgIGFfEHxEKL99432aNz5+7eO7s7V+/dnA+Wu3d2M7tn5syZM+ee3fy1bdu2f02bcfDgQXP06FEzMzNjbt++nZSW49SpU2bXrl12f3p6Olq97QCy9fX1mbGxMfP8+fOktJaQc8rQloqkdB5/J5+KUgpVJCUKqkhKFFSRlCikOtvHjh0zhw8fTr794tu3by3z+pXOJlORDhw4YO7cuWMePHiQlCpKNjq1KVFQRVKiEOwjqX+kNCIost3T02POnDlj1q5dq36TkkrQ1PbmzRtz//59u9/f328/FcUl2EdaWloyP378MBs2bEhKFOUXwYq0fft2s3r1avPixYukRFF+EaRIpHUQV3r9+nWl0i+UeKQ6227ujlC1HB4lLkGrNkVphgYklSioIilRUEVSoqCKpERBFUmJgiqSEgVVJCUKqkhKFDIDkvy2dvLkSfv7GvCDbdEUEnlyFsqkocSoJ5ZcMdunCqRaJDrs9OnT5v3792ZoaMhupJLQiRwLhTymK1eumEOHDplXr14lpfmJVU8suWLVUyVSFWnv3r3my5cv5saNG0mJsfuUcSyU0dFRs7i4aM6ePWu+f/+elOYnVj2x5IpVT5WoUyRM9qZNm2zHMcqEgYEBs3HjRnuMc0K4cOGCuX79evKtODHqiSVXzPapEnWKtHnzZtPV1WXevXuXlCxnA+zbt8/Mzs7aY5zTacSSq6rtU5aGqzbxTciKPHHihPn8+XNypLOJJVdV26cImYq0bt06c/78eWvCmVqqQiy5qto+RalTJMnN3rNnj3n06FGNb9Ld3W2PcU6nEUuuqrZPWeoUiefWWNZ++PDBPH78OCldNuNbtmyxxzrx2bZYclW1fcqSOrU9efLEPsM2ODiYlCwvwQm+3b17NynpPGLJVdX2KUNmZJvAGgE2ViFQ5EnbtNxvgRF99erVmiV0FrHqgRhyQax6qoLmbCtRaLj8V5RQVJGUKKgiKVFQRVKioIqkREEVSYnCilr++7GfvDGoP4ncOz/BtGO8akVZJNJgR0ZGbEYjb1ZZaZAnNT4+bgO8samzSFxMcpH9N5BcvHjRrFmzpiWj2I9etzpS3EpZIOtd5fCn3uwiffvy5csoCYcumRaJjty5c6f9MbKVSE7Pjh07zK1bt37mQKNEWR3RSaA0IpNsVXw90D/JZx2SpPW/xcocsa71AubvvE9S8MNn2ktOsURsMrLn5ubqRhFWhdRW13L5loApLG++EMrNy1dJnYUicjVD2g5/za3bL4cQv65RX/jWnv2bN28m30xN2xbt00yLRJL927dvM5PZ6bBz585ZMykjbX5+3hw/ftweC0FSL0iaX1hYSEprIVWDxuM81zoiMErkpm2gWCiRawV4VWHo/QD1krD29evXGrnoTBzeWHDP9+7ds/tuGx85cqRGudia+XXS+bSF3PO1a9dsvbQZSkLZ5cuX7UyD4sh5bL4SZdXTiIbO9sOHD60fwQV8du/ebQVzrcTk5KTtdI41uzBg7bBGfiK9C+Uc5zzOF7gnGpyUDqCTuabvf7CfZyrZv3+//XTTQZCrFU+IoCT8l8ytW7daZWdjn7JmFsBF8sjd93uiqFjiPP5fmXoaKhKV0InSuIIowMePH5OSZaTTMYvr169PSssjgrmvZmbftWR8xwyLdSoCipiWnIZcWCgGVcgAccFCMo3INjExUWPZUHIGJOexsZ/Xh5KsTf4+j/X1KVNP0+U/ndjb25tqldwnKVzQ6phPUjA66UyZ3rgXprVnz579HCkk4GO2P336ZL8XAeVnEGAV3M5no6wIvrPNNOVbG6wf985WJDEOpb906ZKdDURxfYUNoUw9TRUJoemcNEXKAq3Ok//s+z9poNAyvcm9uFYD61jWEiInnYlVcDtfNh7QbGbi84Lcw8PDth3Y2M9r9YD74v64T1a/UMSvK1pPU0UCOtGdVphOmFb8/wJAA6RNDVlwDuf6/k8aON1yTTb/GlhHFCmPwvvQiEWnsKLIqnVqaso8ffrUrhTdFN4iMPhlxee+YF8GilvWiKx60ghSJDpx1apVdjoRmFbESRSkUcQBDgFTzkj0tR6FYFUo0Mn4Xyxd6WT/GrK6433gbj3ixIYi+djkYLca7gt5WBXSaeIvEVPLY0mox49WyyB3/VgZKLRfWv2h9aSRGdlmxLvxF4lF0FkSx+DCzKUC2l40Gs3S3fVD0upCeBQOy5QVkfbroWNEDj+e4tIoliLkiUj7beNCPXQMsjCIXDnl2hICoCND7tmXLasvUCI3RgZF6vHpqB9tRZEYwW7YQfnzBE1t7QKjkxFMfEtpLzpGkcSf4OnWIlOn0lrafmpz5+w8Porye1lRiW1K6+goH0lpX1SRlChUZmrDGScYGZI700mEyCVhEWJP4Mb6fg/G/Afgxlyl+Fzc+wAAAABJRU5ErkJggg==)**